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ABSTRACT 
 

This paper describes our experiences using and evaluating a 
methodology for the development of applications in extremely 
short periods of time, such as programming in Hackathons. A 
hackathon is by definition, a programming event that includes a 
component of competition, however, experience following some 
methodology in such extreme situations could contribute to the 
improvement of software processes when it requires extremely 
short production times. A semi-formal qualitative study of the 
use of the methodology was conducted, in order to evaluate the 
success of the process, with a view to improving future similar 
events. A real Hackathon event was used to evaluate mentioned 
methodology and gather experience about the same. 
 
Keywords: Hackathon, Software Development Methodology, 
Agile, Scrum, Kanban. 
 
 

1.  INTRODUCTION 
 
In the software development field, we find certain scenarios in 
which the time required to generate a (software) product 
represents one of the most important restrictions to achieve it. 
This refers to situations in which it is required in extremely short 
periods of time to add a new feature, or to make a correction or 
update. This situation forces the development team to breach the 
guidelines of a conventional methodology to solve the problem. 
A specific example of such development work is presented at 
events known as programming marathons or Hackathons in 
which a self-managed development team [10] must obtain a 
product in a short period of time (72, 48 or even less hours).   
These types of scenarios present a great challenge for 
conventional methodologies and even for well-known agile 
methodologies. Such is the case of Scrum [3], in which process 
iterations (Sprints) [4] with an average duration of 15 days are 
recommended. A hackathon is by definition, an event that 
includes a component of competition, however, experience 
following some methodology in such extreme situations could 
contribute to the improvement of software processes when it 
requires extremely short production times. This type of situation 
arises in normal software industry for example, in the generation 
of security patches or expedited corrections, the production of 
additional features resulting from changes in requirements or 
urgent business needs, or the inclusion of functionalities such as 
incremental improvement or solution of problems that affect 
users in real time.  
The proposed research question is: 
 
“What are the benefits of implementing an extremely fast 
development methodology for hackathons?” 
 

The objective of this work is to propose and evaluate the use of a 
"Micro-methodology" for the development of applications in 
extremely short periods of time, such as programming 
Hackathons. Section 2 presents an overview of conventional and 
agile software process models. Section 3 describes the 
hackathons. Section 4 describes the proposed micro-
methodology and its application in a particular case. Section 5 
shows the results of applying the evaluation queries on the use of 
the micro-methodology. The article concludes with the 
discussion of the results, conclusions and future work. 
 
 

2.  SOFTWARE DEVELOPMENT METHODOLOGIES 
 

A software development model or methodology (SDM) is the 
abstract representation of a software process seeing from a 
particular point of view [5]. In the same way an SDM commonly 
reflects the evolution of the process and the product (software) 
trough the time according the peculiarities of the model. 
Furthermore, an SDM defines a framework for the core activities 
of the project, the inputs and outputs, constraints and the role of 
each one of the persons involved in the process [1].  
The principal models that have influenced the definition and 
design of the proposed methodology are: Rapid Application 
Development (RAD) and Scrum + Kanban (Scrumban).  
 
Rapid Application Development (RAD)  
The key feature of this model is the rapid delivery of parts or 
phases of the product to end users, in a way they can test and 
suggest improvement according to the real needs and experience; 
this kind of evaluation make the processes to be known as test 
driven development [2]. Prototypes and code-generation 
software, like Gradle or Visual studio, are strongly used in these 
models so that sometimes these methodologies are also called 
Prototyped and Software assisted processes.  These tools provide 
templates and full frameworks that allow an efficient incremental 
development of the product.  
 
Agile, Scrumb and Kanban  
Agile methodologies are focused in getting a dynamic 
development life cycle, seeing the development process more as 
an iterative process than an incremental one. The agile basis 
consists of the collaboration of self-managed and 
multidisciplinary teams, involved in a shared short-term 
decision-making process [12]. The core of the methodologies is 
based on structured iterations that seek to deliver well-defined 
functionality.  
 
Scrum is possibly the best-known agile methodology today. It is 
an iterative development model, with regular sprints every 2 to 4 
weeks, with goals or features prioritized in a product stack 



(backlog). At the end of each iteration, a partial delivery usable 
by the customer is produced [5].  
 
Kanban is a relatively new concept in the field of software 
engineering; it was originally applied in Lean Manufacturing at 
the Toyota production lines [6]. Kanban provides a flexible 
workflow for teams and an easy traceable progress control, 
limiting the work in progress (WIP) for each activity to a 
maximum number of tasks or items at any given time. It provides 
a clear display of the phases in the project using visual 
dashboards. It is common to find Kanban foundations applied in 
a variety of Project Management technologies which can be 
successfully integrated with Agile Development process [16].   
 
Scrumban. Recently, proposals have emerged with the idea to 
integrate the similarities of different methodologies, as well as 
strategies to mitigate their failures. One example of this is the 
pair Scrum / Kanban which allow the two methods to be 
combined by implementing some of the Scrum practices and 
Kanban principles. Such a combination is known as Scrumban 
[15], which takes advantages of the inherited capability of scrum 
to be an iterative process divided in small tasks and the clear and 
solid workflow visualization of Kanban. 
 

3.  PROGRAMMING MARATHONS (HACKATHONS) 
 
A hackathon, also known as a codefest, is a programming or 
coding event that brings together computer programmers and 
other interested people to improve or create a new software 
program. The word hackathon is a combination of the words 
hacker (intelligent programmer and problem solver) and 
marathon (event characterized by the resistance of its 
participants). The duration of these events usually varies between 
72, 48 or even less hours [11]. Currently, the use of Hackathons 
has become popular for various purposes, whether for learning or 
teaching [7], to encourage the use of new technologies [9] or to 
promote new products or innovative ideas within a company [8]. 
According to the codeslaw, [14], a highly influential website in 
the software industry, the most important hackathons today are:  
 
    1) HackZurich,  
    2) TechCruch Disrupt and  
    3) hackNY. 
 
HackZurich is the largest hackathon in Europe. This is an annual 
non-stop coding competition held in Switzerland over a period of 
40 hours. 
TechCruch Disrupt is a collection of events that take place in 
New York City, San Francisco and Berlin. It hosts a 24-hour 
hackathon, which gives coders the opportunity to create new 
products, interact with industry leaders, and connect with 
investors. 
hackNY is a New York City 24-hour hackathon for student 
programmers from all universities, settings, and skill levels. It 
takes place at New York University, or at Columbia University. 
 
As observed, an especially important objective of hackathons in 
this context is to become a link between academia and the 
industry so that the latter finds new employees to fill their coder 
needs. Because of this, it is important for students to have the 
skills and abilities to best accomplish the intended goal. 
According to related literature, there is no specific methodology 
established for software development within the context of a 
hackathon. 
 

4.  AGILE MICRO-METHODOLOGY FOR THE 
DEVELOPMENT OF SOFTWARE IN HACKATHONS 

 
This work proposes a short-term development methodology that 
contributes to the realization of quality software. The 
methodology is mainly based on the principles of Agile models, 
such as Scrumban. We decided to take as foundations the agile 
values: people over process and software over documentation; 
and the principles: software as measure of progress and leverage 
self-organized teams [12].  
 
In addition to this, other principles like prototype usage from ot 
RAD model are used to enrich the methodology. Additionally, 
the generation of simple and frequent design documents is 
proposed as modeling exercises.  
 
The proposed methodology is based on the following principles: 
 

1) Generation of concept or initial high-level design and 
establishment of vision and design document. 
2) Definition of high-level initial tasks organized in iterations; 
this is a micro-backlog (similar to Scrum). 

    3) Use of task tables (Kanban methodology) 
    4) Use of frequent prototypes throughout the hackathon to 
     encourage rapid proof of concepts and usability. 
 
As shown in Fig. 1, in order to achieve these principles, the 
methodology proposes three main hackathon phases:  
 
    1) Design 
    2) Creation and execution and  
    3) Closure. 
 
Every software system should ideally be the solution to a 
problem. In a regular development process, the customer is who 
explains this problem. However, in the case of a hackathon, the 
precision of the problem explanation reaches exceptionally low 
dimensions. This is because the organizers regularly raise a topic 
and participants are asked to identify a possible problem within 
the scope of that topic and propose a solution. In this situation, 
developer skills such as creativity, ingenious and imagination 
take on great relevance. The three phases of the proposed 
methodology focus on the search for the enhancement of these 
skills. 
 

 
Figure.1 Hackathon Software Development Micro-methodology 
 
 



Design phase 
The design phase begins with the instrumentation of a scope-
shaping technique known as Elevator Pitch. [13]. Each team of 
participants (from 3 to 5 members) presents the identified 
problem and its proposed solution. This exposition is done to 2 
or 3 evaluators inside a real elevator that goes up several floors 
(7-10) without stopping on intermediate floors. The exposure 
period is approximately half a minute. The evaluators take note 
and do not ask the participants questions. 
Once this step is completed, the participants are taken to the 
hackathon headquarters to generate two highly relevant 
deliverables: The Vision and the Design document. The teams 
must spend the first hours to establish some of the points 
presented in the vision document. It is in this way that we seek to 
help the participants to concretize ideas and to define the style 
and concrete objectives of the team. Within the first segment (12 
to 24 hours), the team seeks to materialize their ideas by carrying 
out design work and capturing on paper and computer the first 
sketches of planning and design. 
 
Creation and Execution Phase 
The team displays their tasks on a visual board, they are assigned 
to each member and the times are established for each task. The 
team constantly updates its task board and if necessary, add more 
or delete some. A review by the evaluation and approximate 
research team is made at each completion of iterations. Every 4-
5 hours for a 32-hour hackathon. The team is free to display 
artifacts, prototypes, diagrams, or any progress generated. 
 
Closing phase 
The closing phase consists of the delivery of results and 
evaluation. This stage also shows very different characteristics 
from the delivery phase of an industrial software product. How 
the results are presented can be as important as the results 
themselves. Participants' communication skills take on special 
importance. 
Delivery of physical and digital prototypes is important. Upon 
completion of the hackathon the team is responsible for 
delivering final board and digital artifacts. 
To carry out the evaluation and consequent decision of the 
winners of the hackathon, they are considered with different 
weightings, the exposure in the elevator pitch, the vision and 
design documents, the planning and execution boards, the 
physical and paper prototypes and the verbal exposure of results. 
The use of the proposed micro-methodology in a particular case 
is described below. 
 
Application of the Methodology 
The Autonomous University of San Luis Potosí, Mexico has the 
Computer Engineering academic program classified as the best 
Computer Engineering degree in the country according to the 
National Assessment Center (CENEVAL).  
This institution has the experience of having organized three 
hackathons in which two of them have applied the proposed 
methodology. 
The most recent hackathon “HackSLP” (Dec 06-07, 2019), with 
more than 150 students and professionals, implemented this 
methodology with the results presented in the following section. 
Below are the artifacts that were considered core deliverables in 
that edition. 
 
1) Vision and Idea Document - Idea using the key words. The 
document is presented in the first 6 hours and is saved as 
historical. It was used as an evaluation factor. Content: 
• Team vision 

• Initial requirements of the contest (keywords) 
• “Elevator pitch” paragraph 
• Complete idea description  
• General Objectives of the Project / Idea 
 
2) Design Document- First sketch of the Idea using the key 
words. A transcript of the elevator speech dynamics is included. 
Content: 
• Overview of the project 
• Category of the software or problem to solve 
• Brief Functionality Description 
• Nuclear functionalities or features 
• General rules and constraints  
• Main interactions 
• Technologies and platforms to use 
• Development plan, initial tasks (high level) 
• Team roles 
  
3) Initial Backlog - It is not a document as such. It can be an 
initial board or high-level tasks presented in a design document. 
• High-level tasks according to the needs and planning of the 

team. 
• Classification of tasks into categories (buckets) according to 

roles or activities. 
 
4) Kanban board. It can be a paper document or digital 
representation; in each session it is updated (iterations). Includes 
at least the following lanes. 
• to do 
• doing 
• Completed 
 
5) Paper prototypes and design diagrams 
• Any draft, sketch, in any medium (Physical / Digital) 
 
Evaluation 
Below is the list of essential physical deliverables 
• Completeness level  
• Usability reports (by experts) 
• Functionality - no runtime / logic / broken mechanics errors 
• Documents presented (best development process) 
• User rating or evaluation (real tests on prototypes) (tests with 

end users) 
 
The hackathon was executed using the 3 phases mentioned 
previously. All participants attended to a methodology 
introduction talk and received a methodology kit (documents 
templates, tasks boards examples, information about Kanban 
board soft, etc.)  
At the end of the first day (Dec 6), the Vision and Design 
document were delivered by all teams. These are the only 
documents required for the entire event since the value of 
“people/software over documentation” is fundamental. 
From the first hours of the second day and until the end of the 
event, the progress of the teams was reviewed using prototypes 
Kanban board of each one of them.  
 

5.  EVALUATION AND RESULTS 
 

In this particular hackathon, only 40% of the teams delivered a 
complete product with the requested characteristics (keywords 
and base requirements); Only 20% of the teams delivered a 
product that met the evaluation parameters of the expert panel. 
Some of the characteristic details of the winning team's working 
model were the following: 



• Clear definition of Vision and Design Document 
• Clear and systematic task management using the Kanban 

Flow software. 
• Prototype creation and evaluation 
 
We got feedback from the teams, which deliver the expected 
product, asking about the overall performance in the event and 
the phase and artifact they found more valuable; all teams agreed 
on the impact of the Task Management and the early creation of 
a Design document. 
 
Supporting this idea, we found an interesting fact: All 
participating teams delivered the design documents in the 
estimated time and with the expected content.  
 
In order to acquire deeper feedback and sustainable information, 
we designed the following set of questions, which were shared as 
a survey with all the participants (Table 1): 
 
Table 1. Questions (translated from Spanish) designed for 
artifacts and phase evaluation. 
QUESTION  PHASE TO EVALUATE  
Being 4 maximum value, how useful do you 
think it was the "Design Day"  

Design Phase  
With your words, tell us what was do you 
think about the "Design Day"  

Design Phase  
Being 4 maximum value, how clear do you 
think the "Design Document" was  

Design documents  
Being 4 maximum value, how useful do you 
think it was to create a "Design Document"  

Design documents  

  
Being 4 maximum value, how useful do you 
think it was to have "task assignment and 
management" in the process  

Task and iteration 
management  

Being 4 maximum value, how easy do you 
think it was to manage tasks with "Kanban 
Flow" software  

Task and iteration 
management   

Being 4 maximum value, how would you 
grade the "24hrs of Development" phase  

Execution Phase  
With your words, tell us what was do you 
think about the "24hrs of Development" 
phase  

Execution Phase  

Please share with us which do you think was 
your team main limitation during the 
challenge.   

General Performance  

 
Of the surveyed participants, 83% think that the Design day is 
really useful.  The majority of the participants referred the 
“Design Day” as something needed and a useful for the general 
development. This aligns with the feedback provided by the 
winner teams previously mentioned. 
In the other hand, 58% considered that having a task management 
was very useful, 42% considered it useful. Similarly, the impact 
of the tools used during the process is considered important. 
The result is interesting since 99 % considered the KanbanFlow 
software as practical, 0.8% considered the software as 
impractical. 
Additionally, 43% of the users believe that the more exhausting 
phase of the event was the 24 hrs. development (programming) 
period. 
In the same way, 42% of the participants mentioned the main 
limitation for the team was lack of technical knowledge. 
 
Finally, we were able to interview 12 participants who were part 
of the 2 previous hackathons hosted by the UASLP. We asked 
for their inputs about most notorious differences and 

improvements with respect the previous events. 75% of the 
interviewed participants agreed in the following points: 
• Having a well-structured design day helped them to get more 

advantage of the execution phase. 
• Early definition of tasks and having a task-board truly 

increased team performance. 
• As an improvement deeper introduction talk should be 

implemented to share benefits of the methodology at the 
beginning of the event and not just provide a brief chat. 

 
 

6.  CONCLUSIONS AND FUTURE WORK 
 
Our research question is: “What are the benefits of implementing 
an extremely fast development methodology for hackathons?” 
According to the study carried out, we can conclude with the 
following list of possible benefits: 
 
• Development of micro-iterable addressable products is 

beneficial to reduce surprises. 
• Explicit dedication of a number of hours to specific tasks 

adds visibility to the process. 
• The focus in the design stage increases the probability of 

success of the project and the tranquility of the stakeholders. 
• The use of software tools for works coordination improves 

the process. 
• Capability of process control when a very small time of 

deliver is a requirement. 
 
An interesting subject to develop in the future, would be the 
deeper analysis of the Kanban boards and task management, 
seeking to strengthen the results already presented and to find a 
relationship between the deliverable cycle and task management. 
In the same way, it would be very informative to study the 
relationship between the dispersion of ideas and the progression 
of the deliverable. 
 
Finally, this work could be a foundational piece for a bigger and 
more focalized work using future hackathon events in which the 
scalability of the methodology could be evaluated. 
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